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Abstract—As feature-rich Android applications (apps for short) are increasingly popularized in security-sensitive scenarios, methods to verify their security properties are highly desirable. Existing approaches on verifying Android apps often have limited effectiveness. For instance, static analysis often suffers from a high false-positive rate, whereas approaches based on dynamic testing are limited in coverage. In this work, we propose an alternative approach, which is to apply the software model checking technique to verify Android apps. We have built a general framework named DROIDPF upon Java PathFinder (JPF), towards model checking Android apps. In the framework, we craft an executable mock-up Android OS which enables JPF to dynamically explore the concrete state spaces of the tested apps; we construct programs to generate user interaction and environmental input so as to drive the dynamic execution of the apps; and we introduce Android specific reduction techniques to help alleviate the state space explosion. DROIDPF focuses on common security vulnerabilities in Android apps including sensitive data leakage involving a non-trivial flow- and context-sensitive taint-style analysis. DROIDPF has been evaluated with 131 apps, which include real-world apps, third-party libraries, malware samples and benchmarks for evaluating app analysis techniques like ours. DROIDPF precisely identifies nearly all of the previously known security issues and nine previously unreported vulnerabilities/bugs.
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1 INTRODUCTION

In recent years, Android has gained an astonishing popularity. According to a recent study, it has reached nearly 87% smartphone market share [1]. The popularity of Android could be partially attributed to its well-evolved application ecosystem and the active developer community. Take Google Play, the official app market, as an example—so far, it has hosted more than 2,800,000 Android apps, with 60,000 new ones joining per month on average [2]. Besides, various alternative markets also host numerous apps. These apps are readily accessible and provide feature-rich functionalities for the mobile end users (simply users hereafter).

Android apps have been extensively used in security-sensitive scenarios. The users heavily rely on them to handle personal data (e.g., contacts, financial data and geographic location) and consume premium services (e.g., online banking, online shopping and sending SMS messages). Moreover, Android apps are playing an increasingly important role in enterprise, government and military bureaus. Nonetheless, various security issues of Android apps are continually being discovered and discussed, ranging from sensitive data leakage [3], [4], [5], to privilege escalation [6], [7], [8]. To enjoy the benefit of apps while preserving security, verifying them ahead of releasing and installation becomes imperative by app market operators and users.

Most of the prior studies rely on static analysis and dynamic testing for security analysis, for instance, detecting sensitive data leakage [9], [10], [11], [12] and analyzing capability leakage [6], [13]. These approaches may have their limitations. Static analysis may generate false alarms due to its inherent limitations in capturing runtime context (e.g., actual parameters and index of arrays) and tackling late-binding programming paradigms such as polymorphism and reflection. For instance, points-to analysis which yields an over-approximation is often used so that all potential violations are identified. In addition, the effectiveness of static analysis is restricted due to the distinctive features of Android’s programming paradigm. Android apps are based on the Android OS, which can be regarded as a giant set of libraries containing both Java code and native code (so far, Android has consisted of more than 13 million lines of code [14]). The API calls to Android OS usually make a large part of the OS relevant to the verification and often lead to path explosion. To make the problem even worse, Android depends heavily on the callback mechanism (due to its event-driven and rich-interaction nature), which makes the API calls ubiquitous in the apps. Contrary to static analysis, dynamic testing only executes selected program paths and thus can precisely identify property violations [15], [16], but never proves their absence.

In this work, we seek an alternative approach for verifying Android apps against security properties. A potential technique is the software model checking [17], [18], which proposes an automatic way to verify properties of a finite-state system. The advantages of software model checking, compared with the above mentioned approaches, include that it does not generate false alarms if the model checker (e.g., Java Pathfinder (JPF) [17] for Java programs) actually executes the program under investigation and that it is capa-
ble of proving the absence of violations with an exhaustive state-space search. Inspired by software model checking, we started an effort to build an Android model checker named DROIDPF upon JPF. The core technique of software model checking we use in this work is the dynamic *state-space exploration* which runs through the possible executions of an app. In the exploration engine, we also implement a taint-style system to track sensitive information flow for privacy property checking, and additional reachability checking for the privilege properties (e.g., blocking incoming SMS messages).

Using the state-of-the-art model checker JPF allows us to benefit from well-developed techniques of JPF, as well as the various evolving features from JPF’s active developer community. Nonetheless, the challenge on applying JPF to verify Android apps is at least threefold. First, unlike ordinary Java programs, Android apps are tightly coupled with the Android OS which consists of a set of libraries containing both Java and native code, and complex interprocess communications. Although written in Java, the apps are compiled to bytecode that only runs on the Dalvik virtual machine instead of the traditional Java virtual machine (JVM). Therefore, it is hard for JPF to execute apps without using a real device or an emulator, not to mention storing and recovering program states. Second, due to the asynchronicity and event-driven execution paradigm, an app can have many entry points, whereas JPF allows only one entry at a time. One way to solve this problem is to construct a driver program that enumerates all possible event permutations, which would then activate all possible paths within the app. However, this approach could lead to false positives because some of the paths may never appear in practice. Lastly, there is the infamous state space explosion problem for model checking.

In order to tackle the first challenge, DROIDPF includes an extensible mock-up Android OS that abstracts the Android OS using ordinary Java programs so that analysis techniques/tools developed for ordinary Java can be employed. There are techniques available to automatically generate mock-ups of the environment [19], [20], but since the dependencies within the environment are complex, these techniques are not mature enough [21]. Thus, we create the mock-ups manually, which is the same approach used by other tools that require a mock-up of their environment for model checking purpose [17], [22], [23], symbolic execution purpose (e.g., KLEE [24] and S2E [25]) and so on. Mocking up an entire OS manually is a major effort, and DROIDPF has supported a range of functionalities of Android OS which allows us to verify a number of small- and intermediate-scale (from 1K to 30K lines of smali code) apps. Furthermore, DROIDPF provides an extensible framework so that analysts can incrementally develop the mock-up. Our experience suggests that, based on the mock-up provided by DROIDPF, it takes an analyst who has basic knowledge on Android OS a few days to incrementally develop the necessary mock-up for a given intermediate-scale app.

In order to tackle the second challenge, DROIDPF generates driver programs which simulate and schedule event occurrences to drive the execution of the tested apps. We develop a technique called *dependency-constrained event per-*
2 BACKGROUND

In the following, we present an overview of the Android framework and exemplify the difficulties in verifying Android apps.

2.1 Overview of Android

Android apps consist of four types of app components: activity, service, content provider and broadcast receiver. An activity implements the foreground logic, such as Graphical User Interface (GUI); a service runs in the background; a content provider is devoted to data management, which can use files, SQLite databases or the web as its back-end persistent storage, and a broadcast receiver handles the broadcasts sent by the OS and other components. The app components interact through inter-component communication (or ICC), and the exchanged messages are called intents. The components included in an app can be either statically defined in its manifest file (AndroidManifest.xml) or dynamically created at runtime.

Unlike a traditional Java program with a main method as its only entry point, Android adopts an event-driven execution mechanism, where an app implements a set of callbacks as event handlers (which can be registered/unregistered either statically or dynamically). Whenever a particular event occurs (e.g., launching an app or clicking a button), the corresponding callback methods are invoked. Therefore, an app usually has multiple entry points and event handlers (entry points and event handlers are used interchangeably). The events can be categorized into three types:

- **Lifecycle Events.** A component’s lifecycle consists of multiple stages. As the user launches, pauses and resumes an app, its components of the app change their stages accordingly. When a component enters a new stage, the corresponding callback that is pre-implemented by the app is invoked. For instance, an activity has multiple stages such as launched, running, paused and stopped. When the user clicks the app’s launcher icon, the activity enters the launched stage. Accordingly, the method onCreate() is invoked first and afterwards onStart().

- **GUI Events.** GUI events occur when the user interacts with the apps, which include two types: data inputs from the user and actions taken by the user.

- **ICC Events.** The ICC events are mostly used for communication among apps/components. Besides, when some particular events occur, the OS broadcasts a message or invokes the callback methods implemented by the app. For example, when there is an incoming SMS message, the OS broadcasts an intent containing the SMS message encoded in PDU format to notify the apps, and the onReceive() of the registered broadcast receivers will be invoked with the intent as a parameter. As another example, when the system is running low on memory, the onLowMemory() which is pre-implemented by the apps is invoked.

2.2 A Running Example

In the following, we present a simple app and illustrate the challenges in verifying Android apps. Figure 2 shows a made-up app which combines features of three apps in the DroidBench [10] and a malware sample named Pincer. In this app, there exists a path through which the IMEI of the device is leaked, which is commonly seen in real-world malware samples [3]. Although we show source code in this section, DROIDPF directly works with the Java bytecode of the apps.

This app consists of three components, i.e., two activity components MotivatingAct and DummyAct, and a content provider component CProvider. The code of DummyAct and CProvider is omitted in the figure to save space. DummyAct does nothing but just displays an empty canvas (i.e., not security-sensitive). Besides, two buttons are defined in the MotivatingAct’s xml layout file and their click handlers are set as leak and noleak, respectively (Figure 2-(b)). When MotivatingAct is started, it reads the IMEI by invoking getDeviceID() (line 12) and stores it in the database maintained by CProvider (line 16). When MotivatingAct is paused (onPause() is invoked), the IMEI is read from CProvider (line 19-21). After that, once button1 is clicked, the IMEI is sent to a particular phone number through an SMS message (line 34). Here the names of the class and method are obfuscated using reflection to obstruct security analysis. The concrete names are decrypted from a byte array at runtime (line 32-33).

This example demonstrates several technical challenges that may lead to imprecision in app verification.

- **Dependency on the OS.** The apps heavily depend on the Android OS — even a small app contains multiple Android API calls. These API calls are relevant to the app’s behaviors such as the event handlers, and thus cannot be simply ignored during the analysis. For instance, if an analyzer does not examine the logic in setContentView (where the xml layout in Figure 2-(b) is registered), the binding between the button and the click handler would be missed. As a result, the data leakage would not be detected because it is activated by the onClick handler. An intuitive remedy would be to analyze the part of the OS which becomes relevant given an API call. However, due to the complexity of the OS, even a simple API call would imply that a big portion of the OS must be analyzed.

- **Data Management with Native Code.** Android apps rely on the OS to manage the data. Unfortunately, data management in the OS is mostly implemented in native code. For example, after MotivatingAct requests CProvider for data management (line 16&19), CProvider uses SQLite which is implemented in native code to manage the database. To precisely track the data flow, the internals of the database management must be taken into consideration. Nonetheless, analyzing native code is highly non-trivial.

- **Asynchronous Event Occurrences.** Events in Android may asynchronously occur. The order of these events is unpredictable and nondeterministic, but may be relevant to the checked properties. For example, in the running example, onCreate → onStart → onClick is safe but onCreate → onStart → onPause → onClick causes data leakage.

- **Obfuscation.** To obstruct malware detection, malware
developers may employ obfuscation techniques [26], [27]. This example shows an obfuscation technique similar to what Pincer uses. It stores seemingly random and meaningless bytes into the byte array cO1cO0c (line 5), and calculates the name of the method to be invoked at runtime using an intentionally complicated function decrypt based on three delicately designed indices of the byte array (line 32-33). We demonstrate more details on this technique later in Section 7.1.

- **Dynamic Valuation.** The API sendTextMessage is invoked to send an SMS message (line 34). To decide whether this call leaks sensitive information (i.e., the IMEI), the actual values of the parameters have to be examined. However, line 37-40 make it difficult to statically determine the value of index.

## 3 Problem Definition and Overview

In this section, we define the problem of model checking Android apps (e.g., what is the model and what is the property) and present an overview on how DROIDPF solves the problem.

### 3.1 Goal and Scope

The goal of DROIDPF is to provide a framework for dynamically and systematically exploring the state space of Android apps. During the exploration, DROIDPF identifies malicious behaviors (e.g., abusing and misusing permissions and sensitive data). In this work, we focus on application-level threats and exclude those in the OS, since according to our study of the vulnerabilities impacting Android which are listed in CVE [28], most (86.8% of 387) security threats on the Android platform reside in the apps.

In our threat model, the attacker is able to develop and release malicious apps, or embed his malicious bytecode into benign apps (e.g., via the repackaging attack). The attacker can use obfuscation techniques, such as complicating code flow, inserting extraneous code blocks or using reflection. In addition, similar to related work in the literature [10], [29], DROIDPF cannot handle hybrid apps that include native code (in the app itself not from the Android OS) and JavaScript code. In this work, we also do not consider implicit information leakage (discussed in Section 8).

### 3.2 The Model

In order to model check an app, we first formalize its behaviors. The semantics of an app can be defined as a transition system \( \mathcal{L}_{app} = (S, init, Tran) \), where \( S \) is the set of states; \( init \in S \) is an initial state; and \( Tran \subseteq S \times S \) is a transition relation.

A state in \( S \) is a program state of the app, which is a snapshot of the execution status. It consists of the status of the heap (e.g., the values of the program variables), the status of files and databases that the app possesses, the program counter and threads states. We remark a program state here is the same as a state in JPF. We refer the readers to [17] for details on how program states are represented and compared in JPF. A transition is a state change caused by executing an atomic sequence of instructions (i.e., a block).

Given the above transition system semantics of an app, we then define relevant terms in the standard way. The execution of an app is formalized as runs, which are sequences of states in the transition system \( \tau = \langle s_0, s_1, \cdots \rangle \), and a state \( s_n \) is reachable if there exists a run \( \tau \) such that \( s_0 = init \) and \( (s_i, s_{i+1}) \in Tran \) for all \( i < n \). Furthermore, given a property (e.g., a temporal logic formula), the truth...
leads to an invocation of the high-privileged APIs. In order to model check privilege properties, we extend $\Sigma_{app}$ with information on whether any high-privileged API is invoked or not. That is, for each state, we introduce an auxiliary Boolean variables $escalated$ whose truth value tells whether a high-privileged API is invoked during the transition that leading to the current state. For each transition $(s_i, s_{i+1})$ in $\Sigma_{app}$, $escalated$ is true if and only $escalated$ is true at $s_i$ or the transition is due to invocation of a high-privileged API. We remark that DROIDPF includes a set of APIs which are commonly considered high-privileged (discussed soon in Section 4.2), and the analysts can customize this setting. It can be seen that the problem of model checking privilege properties is effectively reduced to a reachability analysis, i.e., whether a state where $escalated$ is true is reachable.

A privacy property is related to the actions of disclosing the private information, e.g., IMEI, GPS location and contacts. A private property is violated if there is a finite path in $\Sigma_{app}$ from a private information source (e.g., contacts) to an information sink (e.g., the invocation of messaging sending API), and furthermore, the data at the sink must be tainted by the data at the source, i.e., there is a data dependency between them.

Privacy properties are often checked with the so-called taint analysis [10], [30]. The taint analysis can also be reduced to reachability checking. Similarly, in order to model checking privacy properties, we extend $\Sigma_{app}$ with information on data dependency. That is, for each data variable in the app, we introduce an auxiliary Boolean variable $tainted$ whose truth value tells whether the variable in a state $s \in S$ is tainted. Initially, $tainted$ is false. For each transition $(s_i, s_{i+1})$ in $\Sigma_{app}$, $tainted$ is true at $s_{i+1}$ if and only if the transition is caused by executing an introduction which is consider an information source (e.g., an API call for getting the GPS location), or there is a data-dependency between the data variable at $s_{i+1}$ to a tainted variable at $s_i$. It can be seen that the problem of model checking private properties is effectively reduced to a reachability analysis, i.e., whether a state where the program counter points to a sink (e.g., an API call for sending a message) is reachable with the $tainted$ of the variable to be used being true.

### 3.4 Overview of DROIDPF

Based on the above discussion, the problem of model checking an Android app is reduced to reachability analysis and thus can be solved using model checkers like JPF, which supports reachability analysis, among other things. JPF works by systematically and dynamically enumerating the states of a Java program. However, as discussed previously, there are three challenges that we need to solve before JPF can be applied. In the following, we present an overview of how DROIDPF solves the challenges and leave the details in the following sections.

The high-level workflow of DROIDPF is shown in Figure 1. Firstly, given a privilege property or privacy property, DROIDPF performs a static analysis (i.e., program slicing) to remove the program paths which are assured to never lead to property violation. For instance, in Figure 3, the state space contains some parts which are obviously irrelevant and can be identified statically, such as the state space of DummyAct.
and the partial space led by `onStop()`. Once the irrelevant parts are identified, DROIDPF uses this information in the later exploration step, such that they are pruned and thus avoided during dynamic exploration. The details of this step is presented in Section 4.

Secondly, DROIDPF relies on JPF to model check the reduced apps. DROIDPF provides a mock-up of the Android OS so that JPF can dynamically execute the app. The details on how the mock-up OS in DROIDPF is constructed is in Section 5. In addition, in order to systematically explore the state space, we need an environment which generates not only different scheduling but also possible valid event sequences. The former is solved by relying on JPF, which implements a backtrackable JVM that provides non-deterministic choices and control over thread scheduling. The latter (specific to the event-driven nature of Android apps) is solved by constructing driver programs which generates the relevant event sequences. On this step, we exclude the event sequences that are impossible to happen in reality, e.g., `onStart` → `onCreate` in the app shown in Figure 2. Notice that these infeasible event sequences rely on domain knowledge to reduce and cannot be reduced by those general reduction techniques used in JPF. The details on how the driver program is constructed are presented in Section 6.

4 Static App Reduction

Recall that the problem of model checking a privilege property or a privacy property is reduced to the problem of checking whether certain bad state is reachable or not. The problem can be solved using JPF by exploring program paths. The trouble is of course there may be too many program paths. Thus, DROIDPF performs a preprocessing step to eliminate the program paths that are guaranteed to be “safe” – executing which never leads to any bad state. To do this, we introduce a static app reduction based on static backward program slicing.

4.1 Overview of Slicing-based Reduction

Program slicing [31] is a popular tool for program debugging, testing, abstraction and verification [32]. It takes as input a program and a slicing criterion, i.e., a particular program point of interest and a set of variables at that program point, and identifies the part of the original program which influences the slicing criterion, i.e., the part of program which the slicing criterion has a dependency on (including control and data dependence).

In [33], it has been shown that static program slicing is effective in reducing the size of the finite-state transition system generated from a program. In theory, only the part of program identified by program slicing is relevant to the property and the rest are safe and thus can be pruned. In practice, it is not that simple because standard program slicing typically may not guarantee to generate an executable slice, while DROIDPF requires the reduced program to be executable (for dynamic exploration). To achieve this, DROIDPF does not remove the irrelevant instructions from the original app. Instead, it only records the irrelevant event handlers and prevents them from being invoked during subsequent dynamic exploration. In this sense, program slicing used in DROIDPF is coarser than traditional slicing algorithm. Recall that an Android app typically has more than one entry points. After the reduction, DROIDPF only needs to execute the rest of entry points in the dynamic exploration. Figure 5 illustrates how this works.

How effective this reduction can be depends on whether a large part of the app is irrelevant to the violation of verified property. Furthermore, in practice, given the presence of challenges like reflection, aliasing and polymorphism, the program slice is often an over-approximation, i.e., it may contain part of program which is in fact irrelevant to the slicing criteria. Nonetheless, by a simple argument, it is clear that as long as it is over-approximation, a program path relevant to the violation of the property is never pruned.

4.2 Slicing Criteria in DROIDPF

Since DROIDPF focuses on privilege and privacy properties, which can be violated only through invocation of a set of particular APIs, DROIDPF sets the slicing criteria to be set of program instructions which contain those API calls. In addition, for conservativeness, it also includes the program instructions which may invoke those potentially sensitive APIs. In summary, depending on what the property is, the slicing criteria used in DROIDPF may include the following categories.

- **High-privileged APIs.** Invocations of APIs that require privilege equal or higher than the Android’s dangerous level may violate a privilege property, for example, `abortBroadcast()` which may block incoming SMS. Thus, we include the APIs that are mapped to Android’s permission levels of dangerous, `signatureOrSystem` and `signatureOrSystem`, similar to the previous related studies [34], [35].

- **Taint Sources and Sinks.** In order to model check a privacy property, we need to examine the program paths which involve a taint source and a taint sink. Reaching a taint sink (e.g., an invocation of the system function to send an SMS) would potentially violate a privacy property and thus the taint sinks are included.
In addition, we include taint sources in the set so that we can tell whether a path reaching a sink goes through a source. Identifying sources and sinks has been well researched in the literature [10], [36], [37] and thus DROIDPF simply uses those defined by them, which include file/network/database I/O APIs (e.g., line 12, 16c19 in Figure 2) and ICC APIs (e.g., line 29).

- **Reflection APIs.** Since the exact class/method/field accessed through reflection is hard to decide statically, reaching an API for reflection, such as `java.lang.reflect.Method.invoke()`, might lead to violation of the property and thus they are included (e.g., line 34 in Figure 2).

- **APIs for Dynamic Registration.** Android allows an app to register components and event handlers both statically and dynamically. For example, Figure 2-(b) shows how to register the button and its `onClickListener` statically through a layout file. Equivalently, the code snippet in Figure 6 registers a button at runtime. Due to this flexibility, it is hard to predicate statically whether the dynamic registration would lead to a property violation and thus they are included.

### 4.3 Workflow

Our reduction works by starting the backward slicing from each slicing criterion in the set. It tracks both intra- and inter-component data and flow dependency. Since program slicing is a relatively mature technique, in the following, we merely brief the workflow of DROIDPF.

**Intra-component Backward Slicing.** For intra-component backward slicing, DROIDPF searches for use-def chains and call chains. The former captures data flow relations while the latter captures call relations. Figure 7 demonstrates these two relations in the intra-component backward slicing. First, based on the use-def chains, DROIDPF identifies 1) registers and fields that have data dependency with the criteria, and 2) methods in which the depended data are modified (we call them relevant methods). For instance, tracking the parameter `array` at line 34 of Figure 2 leads to identification of the method `onPause`. Second, based on the call chains, DROIDPF identifies the paths which start from an event handler and lead to the invocation of any relevant method.

The more precise the slicing is, the more we can prune statically from the app. Nonetheless, because DROIDPF relies on dynamic execution afterwards to find actual problems, we can afford to over-approximate (without worrying about false alarms) when a precise points-to analysis is expensive. In particular, the following strategies are adopted in DROIDPF for efficiency. First, once an element of an array/string becomes relevant, the whole array/string becomes relevant. Second, once a field of an object becomes relevant, the whole object becomes relevant. Third, for polymorphism and overriding, whenever we cannot decide precisely, methods with the same signature are included.

**Aliasing.** For each variable contained in the slice, DROIDPF searches backwards for its aliases. Once aliases detected, DROIDPF adds them into workqueue as new criteria for further tracking. Figure 8 demonstrates this process.

**Reflection.** As discussed in Section 4.2, the invocation sites of reflection APIs are taken as slicing criteria by DROIDPF, but there may be some whose caller cannot be identified if multi-layer reflection calls are used. One of such examples is shown in Figure 9. After tracking back to `f2` from the reflection API, DROIDPF fails to find an entry point leading to `f2`, since `f2` is invoked through reflection. Under this circumstance, there is no need for DROIDPF to approximate the caller who invokes `f2`. Because the reflection APIs are included in the slicing criteria, the functions which invokes `f2` through reflection, including `f1`, will be reached by the dynamic exploration.

**Inter-component dependency.** DROIDPF tracks inter-component flow as well. After identifying relevant methods within components, the next step is to collect the relevant components. The approach is to over-approximate the re-
ceivers of each ICC. Although it is sometimes feasible to statically identify the exact receivers of each ICC (e.g., using the approach in [38] which requires string analysis), for the same reason above, we approximate the ICC by treating the components which receive intents and include at least a sink (i.e., the components which are likely to send out the sensitive data it has received from ICC) to be relevant.

We extract the components and entry points from the slices and only execute them in the dynamic exploration step. Taking the running example for instance, after static reduction, the paths starting from onStop and the state space of DummyAct can be excluded.

5 DYNAMIC STATE SPACE EXPLORATION

After static reduction, DROIDPF obtains the app slices (in terms of relevant components and events) to be explored dynamically so as to check whether a property violation can indeed occur. In this section, we introduce the platform for dynamic exploration and property checking in DROIDPF.

5.1 Overview of Dynamic Exploration

Figure 10 shows the overall design of dynamic exploration. We use JPF as our exploration engine. It explores an app’s state space by dynamically executing possible paths that are activated by choices. At a program point where two or more choices become possible, e.g., scheduling points, human interaction and random system events, JPF records current state and executes possible choices individually; after completing one choice, it backtracks to the previous point and restores the state. During the exploration, JPF calls back analyst-defined listeners which can be used to check whether a property is violated given a particular state of $\mathcal{L}_{app}$. The details are presented in Section 5.2.

As discussed before, the execution of Android apps heavily relies on the underlying OS, which poses a challenge for DROIDPF. Our solution is to provide an abstract and executable mock-up Android OS in Java to support the dynamic execution of the apps. We present the details on the OS abstraction in Section 5.3.

The exploration strategy in JPF only handles programs with single entry point, but an app usually contains multiple event handlers as entry points. The solution of DROIDPF is to generate drivers to simulate Android’s event-driven execution mechanism by directly invoking the event handlers in a scheduled order. We leave the detail of driver generation to Section 6 and in the remaining of this section, we focus on our platform for supporting dynamic exploration and property check.

5.2 Security Property Checking in JPF

During exploration conducted by JPF, a notification mechanism is provided to enable dynamic observation and interaction with the listeners. This notification mechanism is based on callbacks, which enables us to implement the property checkers for privilege and privacy properties.

As discussed in Section 3.3, the privilege and privacy properties can be encoded as reachability analysis. A privilege property is violated if a state where an app conducts an over-privileged behavior is reachable, such as sending SMS messages and accessing camera/microphones. DROIDPF listens on the methodEntered callback to check whether the over-privileged APIs are invoked.

Although privacy property checking can be reduced to readability analysis, it is slightly more complicated because DROIDPF needs to track the tainted variables. DROIDPF uses the standard dynamic taint analysis [30], [39] for privacy property checking. It tracks the flow of the sensitive information within the app, and raises an alert if the information is exfiltrated. The information tracker consists of three aspects. First, DROIDPF listens on the methodExited callback to detect the invocations to the sources and then labels the return values of those calls as tainted. Second, it listens on the instructionExecuted callback to track the taint flow. Third, it listens on the methodEntered to check whether the parameters of the invocations to the sinks contain tainted values.

5.3 Mocking Up Android OS

In this section, we tackle the challenge of executing Android apps in a traditional JVM, which is necessary for JPF. A straightforward way might be to use an Android emulator as a stub and interact with DROIDPF through JPF’s native peer mechanism. However, DROIDPF would not be able to track the execution in the stub since from its perspective, the stub is a black box. As a result, the logic in the OS which might be relevant to the checked property would be lost. One such example, in the content provider (CProvider) of our running example, is the sensitive data flow through the database file. Without tracking the behaviors of the OS, the data flow would become untraceable for DROIDPF.

DROIDPF’s solution is to develop a set of mock-ups of OS functionalities in Java. The main challenge of OS abstraction is to balance scalability and correctness. For instance, while it might be feasible to mock-up native code in the Android OS, it may not be easy to ensure that the mock-up is correct, due to lack of specification of the native code. Rather, we choose to develop the mock-up at such a level that the semantics relevant to the property are easy to understand. For instance, instead of mocking up only the native code in the database component in Android (which contains both naive code and Java code), we mock up the entire database component instead (by implementing a HashMap essentially). In addition, instead of building the mock-up OS from scratch, we reuse the source code of the Android OS as much as possible.

Table 1 lists the main modules of the Android OS that we have mocked up. DROIDPF intercepts the invocations to the native code and mocks-up their expected behaviors in Java. Some mock-ups are straightforward. For example, the
resource managers (e.g., location manager and SMS manager), can be substituted with dummy ones which simply return faked values without invoking the real managers in native code. Some are rather complicated, including the GUI and the I/O management. We have thus devoted most of our efforts to those.

**GUI.** GUI plays a crucial role in Android apps. However, it relies on enormous native code to render images and handle the user’s interaction, which makes it difficult, if not impossible, to implement the entire GUI system in JVM. In addition, it cannot be simply ignored since it determines the control flow of the apps.

GUI events include interaction events (e.g., clicking a button) and data inputs (for example, typing texts through a TextEdit). DROIDPF mocks them up in different ways.

- **Interaction events.** For an action event, DROIDPF directly invokes the event handler from the drivers.
- **Data inputs.** For the data inputs, DROIDPF relies on the analyst to configure the range of the input values with a choice generator. Since most of the GUI events are related to the actions in the mobile application domain, we consider this approach practical.

Other approaches such as symbolic execution can be used to generate data input in our future work. We acknowledge that deciding the data input is a complicated problem. Currently, DROIDPF can facilitate in figuring out the data inputs that activate different branches, by offering a callback whenever a branch condition is evaluated. In Section 7.2, we show how this approach is useful for identifying commands that activate hidden behaviors of malware.

**I/O Management.** As shown in the running example, the sensitive information can flow through the database and files, which may become untraceable. To address this challenge, we simulate the database and files I/O with in-memory data structures. When the app performs a write operation to store a data item into an external file, the item is written into an in-memory buffer (under control of DROIDPF). Similarly, file-based SQL databases are simulated using in-memory tables. With the interception and proper implementation of a set of I/O APIs, such as read, cursor, uri and SQLiteOpenHelper, the mock-up I/O is completely transparent to the apps.

**Limitation.** Mocking up the Android OS indeed requires significant engineering effort, as we have experienced. The current basic mock-up costs six months effort of the first three authors. The same approach is used by other tools that require a mock-up of their environment, such as KLEE [24] and S2E [25]. Having said that, mocking up the whole OS before analyzing any app is perhaps not smart. Thus, in our work, besides mocking up commonly used components like GUI and I/O management, we always start with static app reduction and then focus on mocking up only the relevant components. As has been learned from our experience with the tested apps in this work, it takes an analyst who has basic knowledge on Android OS a few days to adapt the mock-up for a given intermediate-scale app, and a significant portion is spent on modelling the objects returned from the mock-up OS because if the mock-up does not match the app’s requirement (e.g., non-null), the app would simply crashes.

6 DRIVER GENERATION

Unlike ordinary Java programs, Android apps are driven by user interaction (e.g., through GUI) or environmental input (e.g., calls for service from other apps). The goal of driver generation is to construct a driver program which allows JPF to systematically explore the state space of the app. Meanwhile, for the sake of precision, DROIDPF must be designed to generate only feasible event sequences relevant to the app.

6.1 Dependency-constrained Event Permutation

One challenge for the driver generation is that events can occur asynchronously. Enumerating all permutations of the events would be complete but would at the same time result in many infeasible sequences. Therefore, we introduce a dependency-constrained event permutation, which exploits the dependency relations among the events so as to reduce the event sequences.

We use deterministic finite automata (DFA) to specify the dependency relations among the events. An event sequence is valid if it is accepted by the DFA. A DFA is a 5-tuple: \((Q, \Sigma, \Delta, q_0, S_0)\), where \(Q\) is a finite set of states; \(\Sigma\) is a finite set of events (alphabet); \(\Delta\) is a transition relation; \(q_0\) is the start state and \(S_0\) is the set of accepting states. We start with defining a full lifecycle DFA (L-DFA) for each of the four types of app components, based on the official documentations of Android [40]. The alphabet of the full L-DFA includes all of the lifecycle event handlers. As an example, Figure 11 shows the full L-DFA of the activity component.

Often, not all of the lifecycle events are relevant to the checked properties. Therefore, at the second step, DROIDPF projects the full L-DFA with respect to the app’s alphabet.

<table>
<thead>
<tr>
<th>Types</th>
<th>Modules</th>
</tr>
</thead>
<tbody>
<tr>
<td>Components</td>
<td>android.app.(Activity</td>
</tr>
<tr>
<td>GUI</td>
<td>android.widget.(TextView, android.location.(LocationManager, android.net.(ConnectivityManager, android.media.(AudioManager</td>
</tr>
<tr>
<td>ICC</td>
<td>android.content.(Context, android.content.(Intent, android.os.(CountDownTimer</td>
</tr>
<tr>
<td>Resource Manager</td>
<td>android.location.(LocationManager, android.net.(ConnectivityManager, android.media.(AudioManager, android.telephony.(TelephonyManager</td>
</tr>
<tr>
<td>I/O</td>
<td>java.io.*, android.database.(sqlite, android.content.(SharedPreferences)</td>
</tr>
</tbody>
</table>
Fig. 11. Full L-DFA of activity component
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Algorithm 1: L-DFA Projection Algorithm

```
Algorithm 1: L-DFA Projection Algorithm
input : dfa—full L-DFA, EventSet—lifecycle event set
output : dfa—concrete L-DFA
foreach t = q_i ⇄ q_j in dfa.∆ do
  if e ∉ EventSet then
    q_i ← combine(q_i, q_j);
    dfa.Q ← dfa.Q — q_i;
    dfa.∆ ← dfa.∆ — {t};
  foreach t' = q_i ⤅ e' ⇄ q_k do
    dfa.∆ ← dfa.∆ ∪ {q_i ↞ e' → q_k};
  foreach t' = q_k ⤅ e' ⇄ q_i do
    dfa.∆ ← dfa.∆ ∪ {q_k ↞ e' → q_i};
end
dfa.Σ ← EventSet ;
return dfa
```

using Algorithm 1. We call the obtained DFA a concrete L-DFA. This algorithm works as follows. For each transition q_i ⇄ q_j in the full L-DFA, if e is in the app’s alphabet, this transition is preserved in the concrete L-DFA. Otherwise, the algorithm first combine q_j into q_i (line 3); then transitions starting from q_j are changed to start from q_i (line 6-7), and transitions destinatng to q_j are changed to q_i (line 8-9).

After obtaining the concrete L-DFA, DROIDPF extends it to incorporate those relevant GUI and ICC events identified in static reduction. Our key insight is an invariant that an activity only handles GUI events and ICC events when it is in active state (q_0 in Figure 11). Therefore, we add the permutations of these events to the active state (availability of a GUI item is checked before invoking its handlers, which ensures that it is not disabled). As an example, Figure 12 shows the final DFA specifying the dependency relations of events in MotivatingAct.

Fig. 12. DFA of the MotivatingAct in Figure 2
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6.2 Incremental Driver Generation

Figure 13 shows an overview of the driver generation process. Given the relevant components and events, DROIDPF creates an initial driver which only includes a set of relevant lifecycle event sequences of the app’s main activity component (i.e., the first component invoked when the user launches the app). By dynamically executing the created driver, DROIDPF is able to reach more relevant components and events. When a relevant event is reached, DROIDPF constructs new event sequences which are accepted by the DFA, and generates new drivers to drive the next-round execution. When a relevant component is reached, DROIDPF includes its lifecycle event sequences. By iteratively executing each of the drivers, DROIDPF gradually expands the driver set until no more components and events can be reached, i.e., a fixed point is reached.

We take our running example (Figure 2) to illustrate the generation process. Initially, DROIDPF generates a driver which only includes the three lifecycle events of MotivatingAct (Figure 14-(a)): onCreate, onStart and onPause. It then dynamically executes the driver. When executing the setContentView (line 7 in Figure 2), it reaches two relevant buttons which are registered in the layout xml file. It thus includes the onClick events of the buttons into the new driver (Figure 14-(b)). Later, it reaches the content provider CProvider which is dynamically registered in line 8. It then includes the lifecycle events of CProvider and generates another driver which contains the present components and events. We remark that when executing line 29, DROIDPF parses the intent and identifies the invoked component as DummyAct. Because DummyAct has been found irrelevant in the static analysis step, DROIDPF does not include it into the driver.

Algorithm. Algorithm 2 details our driver generation algorithm. The inputs of the algorithm include the app, the relevant components/events and a DFA. The output of the algorithm is a set of drivers. The algorithm consists of two steps: driver initialization (line 1-3) and expansion process (line 4-10).
public class Driver4MotivatingAct {
    public static void main (String[] args) {
        Components.
        DrvSet in the driver set seq event handlers in the order of initial driver set. It starts from a dynamic exploration (line 6).
        The identified events are taken as input to the relevant event set. The identified events are taken as input to the drvGen which permutes the events and generates a set of event sequences. Each of the sequences (denoted by seq) is then used to generate a driver, which invokes the event handlers in the order of seq.

        In the expansion step (line 4-10), DROIDPF expands the initial driver set. It starts from a dynamic exploration (line 7-8). The dynExplore method executes each of the drivers in the driver set DrvSet. During the execution, it identifies dynamically-registered components and GUI elements.

        • Components. DROIDPF considers two types of registration: instantiation and invocation by ICC. First, once a component is instantiated dynamically, such as CProvider in our running example (line 7, Figure 2), DROIDPF adds it into CmpSet. Second, when the program invokes a new component using ICC, such as startActivity() and startActivityForResult(), the invoked component is included.

        • GUI Elements. For each GUI element that is registered dynamically, DROIDPF adds its event handlers into EvntSet.

        After identifying new components and events, DROIDPF selects those relevant ones for driver generation (line 9-10).

        first identifies the main component by parsing the app’s AndroidManifest.xml file. After obtaining the main component, DROIDPF searches its lifecycle event handlers from the relevant event set. The identified events are taken as input to the drvGen which permutes the events and generates a set of event sequences. Each of the sequences (denoted by seq) is then used to generate a driver, which invokes the event handlers in the order of seq.

        In the expansion step (line 4-10), DROIDPF expands the initial driver set. It starts from a dynamic exploration (line 7-8). The dynExplore method executes each of the drivers in the driver set DrvSet. During the execution, it identifies dynamically-registered components and GUI elements.

        • Components. DROIDPF considers two types of registration: instantiation and invocation by ICC. First, once a component is instantiated dynamically, such as CProvider in our running example (line 7, Figure 2), DROIDPF adds it into CmpSet. Second, when the program invokes a new component using ICC, such as startActivity() and startActivityForResult(), the invoked component is included.

        • GUI Elements. For each GUI element that is registered dynamically, DROIDPF adds its event handlers into EvntSet.

        7 IMPLEMENTATION AND EVALUATION

        DROIDPF has been implemented with approximately 20K lines of Java code, in addition to various libraries that we employ. Most of our engineering efforts on implementing DROIDPF are spent on driver generation and mocking up the methods in Android OS. The static app reduction is implemented based on SAAF [36]. We use apktool [41] to translate the DEX code of apps into smali format, on which the static slicing is performed. The events that are taken into consideration by driver generation are listed in Table 2. The mock-up Android OS is developed based on the Framework of Android 4.0. We have to decode DEX code (i.e., .dex file format) of apps into Java bytecode (i.e., .class file format) compatible with JPF in order to execute the code. Currently we rely on dex2jar [42] (which has 99% retargeting success rate) and Dare [43] (which has 99.99% retargeting success rate) for this purpose.

        In the following, we evaluate DROIDPF in terms of its effectiveness and accuracy. In particular, we investigate the following four research questions.

        • RQ1 Effectiveness: can DROIDPF detect security and privacy property violations in real-world apps, or show their absence?
        • RQ2 Precision: can DROIDPF achieve a correct and precise analysis on the benchmark apps?
        • RQ3 Given that DROIDPF has the mock-up OS to enable the execution of Android apps on JPF’s JVM, is it possible to support JPF’s diverse set of property checkers for non-security properties?

        Our evaluation subjects include the following three sets. The first set consists of eleven small to intermediate scale real-world apps downloaded from Google Play, Anzhi market and F-Droid, including an ebook app (denoted by ebook), a scientific calculator app and a set of apps which requests for the location or SMS permission, such as a location sharing app named GPS Share [44] which allows users to share locations through SMS. These apps utilize a variety of core functionalities supported by Android, such as accessing locations, accessing the IMEI and sending SMS messages. We select the ebook app and the calculator app because we find that they request privileges that are not necessary for their functionality; for example, the ebook app requests the permissions of INTERNET and READ_PHONE_STATE. We also select the apps requesting the location and SMS permission
because we are interested in whether the user’s private data are leaked by them. These apps are used to investigate whether DROIDPF can identify malicious behaviors which abuse these permissions. During the experiments, we find that some of these apps embed third-party ad libraries, we thus also test two ad libraries embedded by them.

The second set consists of malware samples. We test four known malware samples released by Malware Genome Project [3] in 2013, namely ZitMo, Geinimi, Spitmo and Zsone, and two relatively new samples obtained from Contagio mobile, namely Obad and Pincer. These samples violate the privilege property by sending premium SMS messages (Geinimi, Zsone, Obad and Pincer) and blocking incoming SMS messages (ZitMo, Spitmo and Pincer), and privacy property by stealing the incoming SMS messages (ZitMo and Spitmo) and IMEI (ZitMo and Pincer). Our subject set also includes a vulnerable open source app called InsecureBank [45], which is embedded with harmful API calls and various behaviors of leaking information.

The third set of apps is a comprehensive benchmark called DroidBench [10], which has been created to evaluate information flow analysis. It includes 111 open source apps, some of which lead to violations of privacy properties. It contains a suite of challenges for analysis tools to check both false negatives and false positives, such as locations in arrays and lists, callbacks, field and object sensitivity, ICC, obfuscation, reflection and implicit flows.

### 7.1 Effectiveness of DroidPF

In our experiments, we check both privilege and privacy properties. For privilege properties, we focus on the sensitive behaviors that are not initiated by the GUI events (i.e., stealthy behaviors), such as blocking incoming SMS messages and sending SMS messages. For privacy properties, we check whether the sensitive data, including device ID, location and contacts are leaked through the network, SMS and logs. Table 3 lists the statistics of our experiments (for the sake of brevity, we omit most statistics of the DroidBench experiments). Our experiments were conducted on a PC with Intel Core 2 DUO CPU E6550 at 2.33 GHz and 4GB RAM. The verification results using DROIDPF (i.e., the counterexamples or the correctness claim) have been confirmed by manually analyzing the smali code.

### Real-world apps

As shown in last column of Table 3, DROIDPF successfully verifies that six of the real-world app samples are free of property violation, and detects violations or bugs from the remaining five. DROIDPF detects in GPS Share that the location information is taken as a parameter to invoke Android’s SMS activity, we do not regard it as a “sink” since SMS activity prompts the user and will not send out the SMS messages without the user’s consent. DROIDPF detects that a library in the calculator app connects the server located at http://58.221.57.115:81 to download app packages. Location leakage is detected from both A2DP Volume (through publicly accessible files) and MYPosition (through log). SMS Spammer is detected to send SMS messages at background. GPS Compass is reported to have a deadlock in the app.

From the ad library GPS Compass uses (named AppOffer), DROIDPF reports the leakage of IMSI and device information to a server located at http://app.wapx.cn/action/notify/click. Similar leakage is also found in the ebook app, in which DROIDPF reports leakage of the device ID. Our investigation reveals that its main components do not leak the device ID. Instead, the leakage occurs in an embedded advertising SDK named Youmi. These two experiments show that third-party libraries may overprivilege the benign apps. Studies of isolating suspicious libraries from the main apps have been conducted, such as AdSplit [46], AdDroid [7] and DroidVault [47].

### Malware/Vulnerable samples

For the malware samples, DROIDPF identifies data leakage from four of them.
TABLE 3
Statistics in our experiments

<table>
<thead>
<tr>
<th>Subjects</th>
<th>Static Reduction</th>
<th>Dynamic Exploration</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>LOC</td>
<td>#Components</td>
</tr>
<tr>
<td>Ebook (main app)</td>
<td>7.0K</td>
<td>2/2</td>
</tr>
<tr>
<td>Ebook Youmi (main view)</td>
<td>15.6K</td>
<td>1/1</td>
</tr>
<tr>
<td>Calculator (main Activity)</td>
<td>6.5K</td>
<td>3/4</td>
</tr>
<tr>
<td>GPSShare</td>
<td>1.2K</td>
<td>1/3</td>
</tr>
<tr>
<td>A2DPO Volume</td>
<td>24.5K</td>
<td>6/14</td>
</tr>
<tr>
<td>GPS optimisation</td>
<td>854</td>
<td>2/2</td>
</tr>
<tr>
<td>GPS Booster</td>
<td>1.0K</td>
<td>3/3</td>
</tr>
<tr>
<td>MYPosition</td>
<td>3.1K</td>
<td>2/3</td>
</tr>
<tr>
<td>GPSCompass</td>
<td>7.2K</td>
<td>1/1</td>
</tr>
<tr>
<td>cn.waps.AppOffer</td>
<td>10.9K</td>
<td>1/1</td>
</tr>
<tr>
<td>TinyClock</td>
<td>1.0K</td>
<td>3/3</td>
</tr>
<tr>
<td>SMS Spammer</td>
<td>340</td>
<td>1/1</td>
</tr>
<tr>
<td>Battery level</td>
<td>8.2K</td>
<td>1/1</td>
</tr>
<tr>
<td>InsecureBank†</td>
<td>2.3K</td>
<td>4/5</td>
</tr>
<tr>
<td>ZitMo</td>
<td>576</td>
<td>1/3</td>
</tr>
<tr>
<td>Geinimi</td>
<td>13.0K</td>
<td>4/6</td>
</tr>
<tr>
<td>Spitmo</td>
<td>704</td>
<td>1/1</td>
</tr>
<tr>
<td>Zsonie†</td>
<td>29.4K</td>
<td>2/4</td>
</tr>
<tr>
<td>Obad</td>
<td>80.5K</td>
<td>10/11</td>
</tr>
<tr>
<td>Pincer</td>
<td>4.3K</td>
<td>11/12</td>
</tr>
<tr>
<td>PrivateDataLeak1</td>
<td>211</td>
<td>1/1</td>
</tr>
<tr>
<td>Button2</td>
<td>201</td>
<td>1/1</td>
</tr>
<tr>
<td>AnonymousClass1</td>
<td>157</td>
<td>1/1</td>
</tr>
<tr>
<td>LocationLeak2</td>
<td>171</td>
<td>1/1</td>
</tr>
</tbody>
</table>

† When fed with infinite event sequence, the exploration of InsecureBank did not terminate. The statistics in this row was obtained by setting the length of sequence as 16.
‡ In the experiment of full permutations, Zsonie crashed due to a null reference when its onResume() is called.

- Zsonie. DROIDPF detects a trace which is initiated by the onCreate lifecycle event of its main activity and leads to the invocation of sendTextMessage, which sends seemingly meaningless SMS messages (e.g., aAHd) to four numbers (e.g., 10626213). After further investigation of the phone numbers, we find that those messages are used to register premium services from the Chinese mobile networks.

- Spitmo and ZitMo. DROIDPF identifies that one of Spitmo’s broadcast receivers (i.e., SMSReceiver) blocks incoming SMS messages by invoking abortBroadcast. It also forwards the messages to a phone number stored in the file asset/settings.xml. In ZitMo, DROIDPF detects a similar trace.

- Geinimi. DROIDPF does not terminate on Geinimi and we stop the exploration when the machine is out of memory. After our manual investigation, we find that Geinimi blocks on a loop of sending encrypted string which contains sensitive data like IMEI and location. The loop may cause JPF to create new states, which leads to the out-of-memory exception.

- Pincer. DROIDPF detects that Pincer sends the device id and the phone number to its C&C server located at 198.211.118.1159081/Xq0jzoPa/g_L8jNg0.php and a phone number +47937281444 once it is started. It waits for the commands to conduct other behaviors. We use DROIDPF to assist in recovering these commands, and we report this in Section 7.2.

- Obad. In order to obstruct static analysis, Obad uses a reflection-based obfuscation technique. In particular, it substitutes its API calls with reflection calls. At run time, the names of the APIs are calculated in an intentionally complicated way. Figure 15 demonstrates how it uses this method to obtain the Android OS model. DROIDPF successfully identifies the obfuscated API calls, although the tested malware sample crashes due to incompatibility with Java 7’s class verifier.

- InsecureBank. From the InsecureBank, DROIDPF identifies the leakage of sensitive data (e.g., phone number and input data) through the channels of HTTP, system logs and SD card.

To investigate the effect of the static reduction, we test the main components of some apps without applying the reduction (i.e., the numbers are in brackets in Table 3). As shown in the table, when we take the full permutations of the events as input to the apps, the time and space efficiencies decrease significantly. Nonetheless, the full exploration may detect issues irrelevant to the checked properties. In the experiment of the calculator app, DROIDPF detected a bug. The app does not validate the input before parsing a value of type double, and this causes the crash of the app when DROIDPF clicks button “=” after clicking button “/”.

7.2 Applying DROIDPF on Malware Behavior Analysis

In Pincer case, the malware sample waits for commands from the C&C server to activate its hidden behaviors. These
TABLE 4
Results on DroidBench

<table>
<thead>
<tr>
<th>App Name</th>
<th>Result</th>
<th>App Name</th>
<th>Result</th>
<th>App Name</th>
<th>General Java</th>
</tr>
</thead>
<tbody>
<tr>
<td>Arrays, Lists and HashMaps</td>
<td></td>
<td>Call backs</td>
<td></td>
<td>Field and Object Sensitivity</td>
<td></td>
</tr>
<tr>
<td>ArrayAccess1</td>
<td></td>
<td>AnonymousClass1</td>
<td></td>
<td>FieldSensitivity1&amp;2</td>
<td></td>
</tr>
<tr>
<td>ArrayAccess2</td>
<td></td>
<td>Button1-5</td>
<td></td>
<td>InheritedObjects1</td>
<td></td>
</tr>
<tr>
<td>ListAccess1</td>
<td></td>
<td>LocationLeak1-3</td>
<td></td>
<td>ObjectSensitivity1&amp;2</td>
<td></td>
</tr>
<tr>
<td>HashMapAccess1</td>
<td></td>
<td>MethodOverrider1</td>
<td></td>
<td>Lifecycle</td>
<td></td>
</tr>
<tr>
<td>ArrayCopy1</td>
<td></td>
<td>MultiHandlers1</td>
<td></td>
<td>BroadcastReceiverLifecycle1&amp;2</td>
<td></td>
</tr>
<tr>
<td>ArrayToString1</td>
<td></td>
<td>Unregister1</td>
<td></td>
<td>ActivityLifecycle1-4</td>
<td></td>
</tr>
<tr>
<td>MultidimensionalArray1</td>
<td></td>
<td>RegisterGlobal1&amp;2</td>
<td></td>
<td>ServiceLifecycle1-3</td>
<td></td>
</tr>
<tr>
<td>Interc-Component Communication</td>
<td></td>
<td>InterAppCommunication</td>
<td></td>
<td>ApplicationLifecycle1-3</td>
<td></td>
</tr>
<tr>
<td>IntentSource1</td>
<td></td>
<td>Echo</td>
<td></td>
<td>StringFormatter1</td>
<td></td>
</tr>
<tr>
<td>IntentSink1&amp;2</td>
<td></td>
<td>SendSMS</td>
<td></td>
<td>StringToOutputStream1</td>
<td></td>
</tr>
<tr>
<td>ActivityCommunication1-8</td>
<td>✓</td>
<td>StarActivityForResult1</td>
<td>✓</td>
<td>VirtualDispatch1</td>
<td></td>
</tr>
<tr>
<td>BroadcastThemeAndLeak1</td>
<td>✓</td>
<td>MisCellaneousAndroidSpecific</td>
<td>✓</td>
<td>VirtualDispatch3&amp;4</td>
<td></td>
</tr>
<tr>
<td>EventOrdering1</td>
<td>✓</td>
<td>PrivateDataLeak1-3</td>
<td>✓</td>
<td>StringPatternMatching1</td>
<td></td>
</tr>
<tr>
<td>ServiceCommunication1</td>
<td>✓</td>
<td>DirectLeak1</td>
<td>✓</td>
<td>StartProcessWithSecret1</td>
<td></td>
</tr>
<tr>
<td>ComponentNotInManifest1</td>
<td>✓</td>
<td>InactiveActivity</td>
<td>✓</td>
<td>ImplicitFlow</td>
<td></td>
</tr>
<tr>
<td>Singletons1</td>
<td>✓</td>
<td>LogNoLeak</td>
<td>✓</td>
<td>ImplicitFlow1-4</td>
<td></td>
</tr>
<tr>
<td>SharedPreferences1</td>
<td>✓</td>
<td>Library1&amp;2</td>
<td>✓</td>
<td>Aliasing</td>
<td></td>
</tr>
<tr>
<td>UnresolvableInteger1</td>
<td>✓</td>
<td>PublicAPIField1&amp;2</td>
<td>✓</td>
<td>Merging1</td>
<td></td>
</tr>
<tr>
<td>Emulator Detection</td>
<td></td>
<td>ApplicationModeling1</td>
<td>✓</td>
<td>Reflection2</td>
<td></td>
</tr>
<tr>
<td>ContentProvider1</td>
<td>●</td>
<td>Parceli1</td>
<td>○</td>
<td>Reflection1-4</td>
<td></td>
</tr>
<tr>
<td>IMEI1</td>
<td>●</td>
<td>Obfuscation</td>
<td>●</td>
<td>Reflection1-4</td>
<td></td>
</tr>
<tr>
<td>PlayStore1</td>
<td>●</td>
<td>Obfuscation</td>
<td>●</td>
<td>Reflection1-4</td>
<td></td>
</tr>
</tbody>
</table>

public class CCOIoll extends Activity {
    private static final byte[] cCIIlClL = { -12, 17, -47, 46, -6, 0, 1, -7, 11, 8, -45, 43, -11, 3, 12, -5, 1, -15, 20, 17, 2, -9, 7, -5, 15, -8, 16, -1, -4, -3, 11, 8, -68, 68, -1, -61, 36, 19, 4, 10, -8, 8, 0, -22, 22, 15, 11, 8, 0, 15 };
    private static String cCIIlClL(int paramInt1, int paramInt2, int paramInt3) {
        byte[] arrayoFByte1 = cCIIlClL; int i = paramInt2; int j = paramInt2 + 96; byte[] arrayoFByte2 = new byte[i]; int k = 0; int m; if (arrayoFByte1 == null) {
            m = i;
            for (int n = paramInt1; n = arrayoFByte1[paramInt1]) {
                paramInt1++; j = 2 + (m - n); arrayoFByte2[k] = (byte)j;
            }
            if (k > i) {
                return new String(arrayoFByte2, 0);
            }
            m = j;
        }
        protected void onCreate(Bundle b) {
            String model = Class.forName(cCIIlClL(64, 1, -17)/android.os.Build*); .getField(cCIIlClL(126, -19, -28)/MODEL*);
        }

Fig. 15. A code snippet extracted from the Main Activity of Obad. It uses reflection to obtain the Android OS model.

behaviors cannot be observed currently by DROIDPF if the C&C server is no longer alive. To explore these behaviors, the analyst has to feed the commands from the mock up OS, yet the challenge is to figure out those commands. We have made an attempt to apply DROIDPF to identify these commands. Our idea is to borrow techniques from symbolic execution. In particular, DROIDPF monitors the branch statements and prompt the branch condition whenever a branch statement is executed. The analyst then can manually examine the relation between the condition and data input. In this way, the analyst can gradually figure out the commands.

As a case study, we have applied this approach on analyzing Pincer. In this section, we show the usefulness of DROIDPF in facilitating malware analysis by reporting part of Pincer’s behaviors that we obtain with DROIDPF. Pincer uses a listener to obtain the incoming SMS messages. If an incoming message contains string “command" or if the sender matches the phone number stored under the numbers_to_sms_divert item in the shared preference file diverter_pref_key.xml, it blocks the message using abortBroadcast to prevent it from being observed by other SMS receivers. Then, it extracts the concrete commands from the message. One of the commands is a ping message in the JSON format [{"command":"ping", "result":true}]. Receiving this, the malware will send the message ["action":"pong"] to +447937281444 to report its liveliness. Another command is in the format of [{"command":"send_sms", "result":true", phone_number":NUMBER,"message_text":MESSAGE}]

Receiving this, the malware will send an SMS with MESSAGE as the body to NUMBER (this is likely used to conduct a DDOS attack).

This case study shows that DROIDPF is useful in identifying not only the concrete commands but also the precise message format (or the protocol) between the malware client and server.

In this type of analysis, DROIDPF relies on the analyst to provide data input to satisfy the condition in each branch. Advanced techniques such as symbolic execution and predicate abstraction (J2BP [48]) could be applied to enhance this analysis towards fully automation (discussed in Section 8).

7.3 Experiment on DroidBench

We use the DroidBench to evaluate DROIDPF in terms of precision, which is the most critical criteria for a verification tool. Table 4 summarizes the test results. Overall, DROIDPF achieves precise results. The dynamic feature of DROIDPF
makes it capable in addressing the Android-specific event-driven execution feature. In particular, DROIDPF can precisely bind event handlers, track dynamic (un)registrations and order the occurrence of events. In addition, DROIDPF adopts a fine-grained taint tracking on composite data types, such that it is precise in detecting taint flowing through these data types.

During the exploration of DroidBench, the app FieldAndObjectSensitivity_FieldSensitivity1 is crashed due to one event sequence. Our manual inspection confirms that the crash is caused by a use-after-free vulnerability. We have reported this vulnerability to the author of DroidBench, who acknowledged our finding and rectified it in the DroidBench 2.0. The app ArrayToString1 crashes due to an array index out of bound exception. DROIDPF fail to execute six apps (labeled as $\bullet$ in Table 4) due to unmocked Fragment. In the app Parcell which serializes the tainted object, DROIDPF captures the value which is sent out through SMS, but it loses the taint tag when the object is serialized using native code nativeWrite*(.). DROIDPF does not terminate on VirtualDispatch1, because each time when a button is clicked, a variable is changed, leading to infinite number of states.

7.4 Experiments on Non-security Properties

Given that DROIDPF enables the execution of Android apps on JPF, we have also explored whether various property checkers of JPF can be enabled. We apply DROIDPF on two case studies conducted by JPF-Android, a general tool that verifies Android applications using JPF, including an app containing deadlock and a calculator app. Since this experiment does not target the detection of security errors, we directly apply driver generation and exploration without static reduction of the application code. DROIDPF successfully detects the deadlock which has been reported by JPF-Android. It also detects an unreported bug in the calculator leading to an app crash. The bug is caused by an unchecked array index, which occurs when the input box is empty and DROIDPF “presses” the backspace button.

8 LIMITATIONS AND DISCUSSION

We acknowledge that verifying Android apps is an extremely challenging task. DROIDPF is only a step towards that goal and it has its limitations. Alleviating them will be important future work for eventually ubiquitous app verification.

**Limitation in applying model checking**

DROIDPF is based on model checking and thus it has the limitation of model checking, i.e., the app (after static reduction) must have only finitely-many states and the number of states is not beyond the capability of current model checking techniques. Since DROIDPF leaves the task of state exploration and state comparison (to avoid exploring the same state more than once) to the underlying JPF, DROIDPF can verify an app only if the app, after reduction performed in DROIDPF, can be verified by JPF.

**Mock-up OS**

Mocking up the underlying OS takes significant effort in our approach. The security analyst also has to have background of Android OS in order to incrementally develop the mock-up to support his/her apps. This is the major challenge that hinders DROIDPF from verifying large-scale real-world apps and hybrid apps with native and JavaScript code, and verifying apps in a mass manner. However, it would be helpful to alleviate this challenge somewhat if the analyst becomes familiar with the app to be verified such that he/she can simplify the mock-up while preserving the semantics relevant to the app.

**Implicit information flow**

Similar to most information flow analysis [30], [39], DROIDPF cannot identify the implicit leakage through control flow dependency; for example, the value of $x$ is leaked implicitly in this statement: if $(x=1); y=1; else y=0;$. A straightforward solution is to propagate the taint to $y$, but this may lead to over-tainting and false-propagation problems. For future work, DROIDPF can employ more advanced solution such as DTA++ [49].

**Data inputs**

DROIDPF is perhaps not effective if the app contains behavior which is triggered by data inputs and which cannot be pruned through static reduction, such as the attack behaviors enabled on a specific date or by the IMEI of a specific manufacturer, and our Pincer case studies which launch attacks based on received commands. In theory, we could always enumerate all possible values for primitive data inputs, but would often result in state space explosion, and for data input of type string or float, this becomes undecidable. Currently, DROIDPF relies on the human interaction for deciding the possible values of the input, like what we show in the Pincer case study in Section 7.2. For future work, techniques like symbolic execution [50], [51], [52], [53], [54] can be considered to alleviate this problem.

---

**Fig. 16.** Number of states and exploration time grow exponentially as number of threads increases. (The statistics is collected by adjusting the number of threads in DroidBench’s Threading_JavaThread1, without explicitly applying any reduction techniques like BDD and abstractions which JPF may support.)
Multithreading

The state explosion is an inherent problem of explicit state model checking. As shown in Figure 16, DROIDPF becomes unscaleable as the number of threads grows. Once the number of threads becomes greater than 10, the number of the states becomes the order of $10^7$, and it takes hours for DROIDPF to explore the state space. To cope with this problem, advanced techniques such as partial order reduction [55] and interface reduction [56] can be applied.

Event sequences

As shown in the VirtualDispatch1 case, DROIDPF can easily end up with nontermination if there is an event which always leads to a new state once it happens. This case can be exemplified as Figure 17. To address this problem, abstraction is required. In particular, further analysis should be added to figure out the dependency between the variables and the property-related behavior. If there is no dependency, the variables should be removed from the state.

9 RELATED WORK

DROIDPF is inspired and related to multiple groups of research.

Model Checking Implementations. Model checking techniques have been used to detect security properties from software for more than three decades. Traditional model checkers require the analysts to manually specify the analyzed systems in particular languages or logics. However, manual specification is often expensive and can be error-prone. Therefore, model checking implementation-level software has become active recently. Implementation-level model checkers [17], [56], [57], [58], [59], [60] directly work on the implementations of the software system by dynamically exploring the state space.

Model Checking Android Apps. JPF-Android [23], [61] is a general tool that verifies Android applications using JPF. JPF-Android makes use of JPF’s class modeling and native method modeling features to bound the environment of the application created by the Android core libraries. To drive the execution of the application, users script non deterministic event sequences. JPF-Android supports detection of deadlock, race conditions and runtime errors using the listeners provided by JPF. It does not target security errors in Android apps but allows users to specify properties in the form of Checklists to verify that the application executes specific event sequences [61].

Android Application Analysis. There have been several approaches using program analysis to analyze the security and privacy properties of Android apps [6], [10], [12], [51], [62], [63], [64], [65]. FlowDroid [10] is one of the most advanced approaches, which proposes a taint analysis featuring in addressing Android’s ubiquitous callbacks. Pegasus [62] checks apps for the properties that can be specified in Linear Temporal Logic (LTL). Similar to Pegasus, AppIntent [51] aims to detect malicious behaviors by identifying whether the suspicious behaviors are initiated by the user. CHEX [6], SCandroid [12] and IcctA [66] are mainly devoted to inter-component flow analysis. Although program analysis is mature and has been proven powerful in detecting vulnerabilities, its precision is limited by points-to analysis [67]. There are several dynamic analysis approaches to test the apps, which is either by instrumenting the Android OS [30], [68] or based on virtualization [69], [70]. TaintDroid [30] and VetDroid [68] dynamically track the sensitive data flow through the OS and apps. HARVESTER [71] uses an explore after-slicing approach to obtain the constant strings in the malware samples.

The precision of DROIDPF depends on activating the application behaviors. Its dependency-constrained event permutation approach aims to cover possible valid event sequences. There are a few studies also attempting to solve this challenge. SmartDroid [72] and ORBIT [73] combines static and dynamic analysis to trigger UI events. SwiftHand [74] uses an abstract-refinement approach to generate sequences of test inputs. AppIntent [51] and [70] use symbolic analysis to identify inputs to drive the analysis further. Dynodroid [75] uses an observe-select-execute approach which selects event inputs based on observed states to improve the coverage. A²E [15] explores app components and mimics user actions based on the strategy learned from the control flow graphs.

10 CONCLUSION

We present DROIDPF, which provides a framework for verifying Android apps against security properties based on targeted software model checking. We have made efforts to address the main problems in verifying Android apps, such as multiple entry points/event-driven execution, GUI testing and path explosion. DROIDPF shows that it is feasible to model check the software implemented in high-level language like Java and running on a complicated OS. We hope DROIDPF can inspire future research that brings the cutting-edge model checking techniques from the specifications to the implementations.
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Fig. 17. An event whose occurrence always leads to a new state

```java
int globalCounter = 0;
onclick() {
  globalCounter++;
  if (globalCounter == N) violationBehavior();
}
```
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